Isagelous† Ontologies


Shared ontologies can be useful to allow development of knowledge bases by different teams of developers, while keeping the meanings of terms consistent or at least having well-defined relations to each other.  There are, however, several notations in which ontologies are currently being developed, and different teams may prefer different notations.  The most common formal ontology notations belong to either of two groups – one group being the first-order logic related notations such as KIF, CycL, Common Logic, or Conceptual graphs.  The other group is the RDF/OWL notation and other description logic notations.  Certain graphical knowledge representation notations such as UML or Topic Maps are not as expressive as the two main ontology representation groups.

      OWL has become a standard for the Semantic Web community.  Its internal reasoning capability is based on a restricted subset of first-order logic, but there is still work underway to supplement it with some form of axiom-defining capability, such as the proposed SWRL (Semantic Web Rule Language).  Some ontology-development  tools such as Protege also implement an internal logic that is less expressive than full first-order logic.  To gain the anticipated benefits of interchange and reuse of ontologies among different development teams who may prefer different notations, both the more popular OWL standard and the more expressive first-order logic representations should be supported by knowledge maintenance tools.  Any differences in the notations used to record the ontologies must be bridged by some format-conversion program.


Among those who have labored to develop ontologies and struggled with the different variants and versions of each notation, it has been aphoristic to assert that any translation of an ontology from a more expressive language such as KIF to a less expressive language such as OWL or Protege, will result in a loss of information, though the reverse transformation is not problematic.  This observation is true only if one assumes that those who use an ontology in the less expressive notation will always restrict their reasoning procedures to those that are explicitly enabled by the built-in assumptions of the restrictive ontology language.  An important distinction that needs to be made is between the static symbolic representation of knowledge, in any format (paper, CD, computer memory), and the programs or people that interpret the symbols and give them meaning.  Symbols have no practical meaning without a process (mental or mechanical) that can interpret them.  If we keep in mind the distinction between the static symbolic representation of knowledge and the processes that interpret it, we can visualize means to preserve information while moving it between knowledge representation notations of different expressiveness. 

      It is always possible to convert any quantity of information to some form of text and preserve and transfer it in that form to any other ontology notation.  This holds because all ontology formats provide some mechanism for storing text strings, and each class of text strings can be given a specific intended meaning, e.g. the instances of a class of KIF axioms must be text strings conforming to the format of a KIF proposition, and the non-variable elements of each axiom must be legal classes, instances, and relations defined in the ontology itself.  Thus the axioms, higher-arity relations, and functions used in KIF-like ontology formats can be converted into blocks of text, reified higher-arity relations, and relations that have functional arguments, all in standard OWL notation,  and these structures can be used as axioms, functions, etc.  by programs that can recognize them as such.  All of the information in a first-order ontology notation can be preserved in OWL for use by any who do not want to be restricted to the inferences permitted by description logics.

Such  translation of ontologies is possible, but needs a translation program.  In order to function for interoperability, there also needs to be some agreement among a wide user community on how each of the more logically expressive (e.g. KIF) structures will be represented in a less expressive format such as OWL or Protege; the reverse transformation must also be agreed on.   Given a program that can provide a bidirectional translation from less expressive to more expressive notation and vice-versa, users must still encode the problematic structures (axioms, higher-arity relations, and function terms) in format that can be translated by that program.  This means that some standard of representation in the less expressive format must be agreed on for the problematic logical structures.

A simple example of a unidirectional translator from SKIF (a variant of KIF used in the SUMO ontology) to the Protege format has been built by the author
, in which  axioms are preserved as strings (with some syntactic checking in the translation process); higher-arity relations are represented both as ordinary slots for perspicuity in the Protege representation and as reified relations to capture all of the information; and functions are represented redundantly both as slots or higher-arity relation, and as classes of the entities returned as the values of the functions.  The reverse translator from Protege to KIF was not constructed, but would require only the time to ensure that all details were accurately processed.


It will also be possible for a bidirectional translator from KIF to OWL (or OWL-Protege) to be built that would faithfully capture and translate all of the information in a KIF-format ontology and store it in an OWL-format ontology for users to use or ignore at their discretion.  Such ontologies would be functionally isagelous, each containing all and only the (non-structural) information content of the other.  The author’s experience suggests that such a translator would take less than one person-year to construct, as a Protege-OWL add-on.  It remains to be seen if there is a demand within the ontology user community for such a translator.  With the widespread implementation of  SWRL as an adjunct to OWL,  a part of the specification for translating axioms will have already been adopted.  The SWRL notation will work more directly within the OWL paradigm, and will reference the OWL reasoning procedures that will ensure consistent interpretation among a community of users of the ontology.  With the use of SWRL, much of the missing functionality of OWL will be available, but there will still be some logical structures expressible in KIF that will not be easily expressed in SWRL.  A KIF<=>OWL translator may still be useful.


The goal of enabling interoperability by use of a common ontology can be further advanced by not restricting the inferencing information in an ontology to simple first-order axioms, but allowing the inclusion of procedural code, as text strings or in some other manner, that would supplement the axioms where more complex reasoning is desired to specify the intended meanings of concepts.  Axioms and procedural code may have attributes specifying under what circumstances or in which contexts such reasoning should be enabled.  Procedural attachment is already permitted in UML-2 structures, has been suggested as a potential extension to SWRL rules, and is in the spirit of object-based programming languages such as Java.  The goal of separating declarative information and logical rules from the procedural code of programs is one of the motivations behind the development of ontologies and of the SWRL rule language.  This separation enhances interoperability, simplifies the addition of  new knowledge to existing systems, and reduces the inherent complexity of  knowledge-based systems.  However, the inclusion of procedural code as an attachment to concepts would function only as a more complex form of rule attachment, and would not violate the principles of declarative knowledge representation.  The virtue of considering such procedures as an integral part of an ontology would be to mitigate the potential for programmers in different development groups to reinterpret or misinterpret the meanings of concepts whose intended meanings are incompletely specified by the associated relations and axioms.  Wherever it may hold that specifying the intended meanings of concepts is easier in a programming language than in logical axioms, it may serve to encourage the ontologist to provide the more complete meaning specification by allowing such procedural attachments, along with the conditions that would require their execution.  The chance of variant interpretations by other users of such concepts will in that manner be reduced.  As a long-term goal one may envision the situation where the only differences between interoperable systems will be in the user interfaces or data acquisition methods, and all reasoning with and conversion of data will be performed by the axiomatic or procedural specifications encoded in the common ontology used.
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† Isagelous: from the Greek  iso = same + aggelia = information, message.  Used to characterize two or more information-bearing objects that have the same information content.  Examples are computer files that can be converted into each other by an algorithmic transformation (e.g. text and its zipped equivalent), nucleic acids having the same genetic code-bearing sequence, or the same ontology in different notations.
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